MC56F8006DEMO

Lab

MC56F8006DEMO

Introduction

This lab is a guide to creating a CodeWarrior™ project to implement a finite impulse response
filter (FIR) using Processor Expert™ on the MC56F8006 digital signal controller (DSC).

e A low pass filter is devised to filter out a 2000 Hertz noise signal
e A 1000 Hertz signal is retained

e Sampling rate of signal is 8000 samples per second (SPS)

e Project runs on the MC56F8006DEMO

e Results are graphed by the IDE

Launch CodeWarrior for DSC 8.2.3: Open and Name a New Project
e Open a new CodeWarrior project:  Ckrl+Shift+M

e Use Processor Expert Stationery and a new project name:
e kT

Proiect | File | Objest |

DSP5BE00: EABI Stationery Fraject name:

DSPSER00x EVM Examples Stationeny FirGeneration

DSPSEAN0: New Project Wizard
Empty Project Lacation

Makefile Importer wizard R —— B
Processor Expert Examples Stationery E=
Processor Expert Stationery ™ dd to Project —————————

The purpose of this exercise is to get started using the FIR as quickly as possible, using the
included filter QEDesign package to obtain verifiable results using the MC56F8006 target.

We can assign time values to the sample sequences in an arbitrary manner. Data to be filtered
is simply generated by a C program using eight tabled values, and results are viewed using
the debugger.
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Target MC56F8006_48_LQFP: Select Processor Expert
e Select the MC56F8006 as the target device:

New Project ll

Select project stationerny:

Project Stationern

- DSPEEEE:

- DSPEEFE0:

- DSPEEFE2:

- MCBEFE00:

i MCSEFE00Z_28 S0IC
- MCEEFE006_28_S0IC
MCEEFa00E_32_LOFP

|»

0B B E

- MCEEFE0Ty

=l
Cancel

e Select the Processor Expert tab of the project window:

FirGeneration.mcp I

[ smm pROM-+aM sy @

Files I Link Drderl Targets Frocessor Elfert |

Fs is the sampling frequency. (We will tell the filter design package it is 8000 SPS)
The input consists of the sum of two sines, of zero phase and frequencies Fs/4 and
Fs/8 (2000 and 1000), and of amplitude .45.

The objective is to design and demonstrate an FIR filter to filter out the higher frequency
(a low pass filter), Fs/4, using the filter design package provided with CodeWarrior and the FIR
bean supplied with PE.

The coefficients generated by the filter design program should be easily importable into
our code, and we should not have to count how many coefficients we are working
with, having told the filter design tool how many taps we want for the FIR filter.

Add the Processor Expert DSP Func DFR Bean

In the project window: Firgeneration mep |
* Right click on Beans [# smprosman <] {8
° Clle on Add Bean(S) Files I Link Drder' Targets Processol
=& Configurations
e Use Categories Tab + 2 s pROM-4RAM
& Dperating System
. i B & CPUs
£ @ Coussrm AL
Categories | On-Chip Prphrlsl Alphabetl e =
== User Expand
=& 5w o Expand Al
&> Contral = Gener  Callapse Al
& Data & Evter Change Folder Mame:
E1E DSP Function & Math Library & Docu
(= Array Function Library * & F ge:e:e Eﬁlger
=== Digital Signal Processing Library il

§ 49 DSP Func DFR Add Bean(s) ..
(= Fraetgnal Math Library

¢ In Bean Selector window expand SW, DSP Function and Math Library,

to select DSP Func DFR, then:
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MC56F8006DEMO

Allow the DSP_MEM Bean Inclusion

e Since dynamic memory is used by default you will see the following window. Click "OK."

Processor Expert helps you to select or © »:

The bean "DSP_Func_DFR" uzes shared bean for item "“Memony management library',
Currently you have no appropriate bean in your project, you can add new one just now.

e This memory management library bean is needed for dynamic memory allocation for the FIR

e The FIR bean uses dynamic memory allocation by default

e Static memory allocation may be adopted if needed later

e The following message pops up now:

i ) For using some beans you have to set the needed memory areas {EXTERMNAL_MEMORY,

INTERMAL_MEMORY},

Far more information please see the DSP_MEM bean help, chapter Application notes,

e Click "OK"

¢ Next: allocate some memory for the dynamic memory allocation’s use

Configure the MEM1:DSP_MEM Bean

FirGeneration_mcp l

[ % smm pROM-sREM By B %+ F

Files I Link. Drderl Targets Processor Expert |

=} Configurations
" e zmm pROM-2RAM

= Operating System
= CPUs

+ @@ CpuMCEGFE006_48_LOFP
&= Beans

-+ ) DFR1:DSP_Func_DFR

o §E M MEM

E LI a [ -
E * General-purpoze AMNSI] C-compliant memary pool manager

: Bean Level: High Level Eean

¢ In the project window, double click the MEM1 bean to configure it

Observe the MEM1 Bean’s Properties

® The internal dynamic memory size is initially zero for this bean

e There is no external memory for this part

Conclusion: Some internal memory must be allocated for dynamic use in this bean

Configure MEM1 Bean for Dynamic Memory Allocation 1/2

e Click once on the + to add a section for dynamic memory allocations

A fourth memory area, MemoryArea3, will

be generated. This memory area must be
reconfigured. The qualifier must be set to
INTERNAL_DYNAMIC. The size cannot be zero.
68 (hexadecimal) can be used as a starting
size for this project. Finally, we must resolve
the resulting overlap with MemoryArea2. The

resulting bean configuration is shown to the right.

'--.-_-"-Bean Inspector MEM

Bean [Items Visibility Help < = Feripheral Ini

Properties IMEthDdsl Eventsl Comment

«"| Bean name FEMT

« | Internal dynarmic memon size in bytes |0

«| External dynamic memory size in bytes |0

Ell ROM/RAM Areas B +
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Configure MEM1 Bean for Dynamic Memory Allocation 2/2

..~Bean Inspector MEM1:DSP_MEM & =101 x|
Bean ltems Vishiity Help < > View Flegs>
Propeties | Metheds | Events | Comment

Enatled
p_Inteimpts

NONE

DM/RAM Area Enabled
Nams p_Code

Address cC n|E|

Qualfier

morpArea2
ROM/RAM Area Enabled
Name # Data

Address i H|E|
Size

H- HE
n‘\\\\?f
@ HS
5 H
b
z

NN

[TET MemoryArca3
51| ROM/RAM Area Enabled
| Name AntemalbynanicMem
| Address. 338 H|=|
| Size B8 H|
o Qualifier INTERNAL_DYNAMIC j

Name can be whatever user wishes to name it
Since we are using the simulator, we need a source of data to filter. We can easily generate a couple
of sine waves and add them together.

We can do this in fixed point with a very small amount of code and without resorting to the use of
FILE 10, which can later be added to try filtering recorded live audio samples.

Since we are generating samples without respect to real-time, we can just work in terms of the
sampling frequency, Fs. The highest frequency we might try to represent with samples at the rate Fs
would be less than Fs/2.

Picking Fs/4 as one of our frequencies. In this case we have 0,A,0,-A,0,A,0,-A as an easy to generate
sine wave of amplitude A.

We can also easily generate the samples for the frequency Fs/8. In this case, we have the sample
series 0,S,A,S,0,-S,-A,-S (repeat same eight samples add infinitum).

Where S=A*1/sqrt2

If we add these two series, we have the sum of two sine waves of two different frequencies:
0,A+S,A,S-A,0,A-S,-A,-(A+S) (repeat the same 8 samples add infinitum).
If A = .45 then the desired input sample series is the following repeated:
e 0.0,
.45 + 0.31819805153394638598037996294718 = 0.76819805153394638598037996294718,
e 45,
-0.131801948466053614019620037053,
e 0.0,
0.131801948466053614019620037053,
o -45,
-0.76819805153394638598037996294718
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MC56F8006DEMO

Generate the Code Using Processor Expert

e Generate code ‘FirGeneration.mcp’

i Metrowerks CodeWarrior

File Edit Wiew Search Project Debug | Processor Expert  Data Visualization ‘Window Help
? E & . v} b 5 ‘ . Suspend Processor Expert For 'FirGeneration.mcp'

= 'Firzeneration. mop' |:

Freeze wenerated Code

FirGeneration.mcp I

Wigw 3

e Once this is done, select the Files tab of the project window to edit FirGeneration.c
e This is the file we will add our code to filter out high-frequency noise with an FIR

e Hint: Expand User Modules to find FirGeneration.c, then double-click it.

FirGeneration.mcp I

[ 9 srim pROM-4RAM By @

Files |Link Drderl Targetsl ProcessorExpertI

# | Fie | Code | D
¥ [#{_] support

¥ [#{_] Generated Code
¥ [#{_] Startup Code

¥ 43 User Modules

'3 8 FilGeneration.c
@ ] Doc

cooooo

Do not build the project because the filter is not yet included

Generate Canned Input Signal Plus Noise

DS N ﬂi\//\\ s =
A_ﬁ \\//\\A_%j

utput
from FIR g

Input to )

e The black signal of interest is at Fs/8 or 1000 Hertz
e The pink noise is a 2000 Hertz signal
e The yellow resultant sum, our input, needs filtering

e A low pass filter can filter out the 2000 Hertz signal

Signal and Noise in Frequency Domain
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Add Global Variables in FirGenerate.c
e FirCoefs.h is generated by the QEDesign tool
e GeneratedSamples is the sum of two sines, 1000 and 2000 Hertz, zero phase, amplitude .45
e FirOutput is the filtered version of the GeneratedSamples input to the FIR
The following are samples from the yellow input signal:
Fracls FirOutput[8] I
vold main (void)
Fracls * pC;
dfrle_tFirStruct * pFIR;
Fracle = pX;
Fracle * pZ;
% Write your local wvariable definition here =7
~%%% Processor Expert internal initialization. DON'T REMOVE THIS CODE! ] =xer
PE_low _level init():
~%%% End of Processor Expert internal initialization. xxx S
% Write your code here =/
pC = (Fraclic *) FirCoefs ;
pFIR = DFRE1 _dfrleFIRCreate| pC, 31);

p¥ = (Fraclbo #*) Generatedlamples ;
pZ = FirOutput ;

for(:;:;) {
W DFR1_dfrleFIR{ pFIR, pX, pZ, 8):
}

¥

Fs nominally 8000 SPS
Use the following to copy text for pasting. Not required to enter all the digits.

GeneratedSamples are added to the program. Only eight values are needed to be stored in the table,
since the series repeats after eight samples.

// use const to output coefficients to the data section to be placed in data memory.
const

#include "FirCoefs.h"

// Data samples represent sum of two sine waves with zero phase.

// Fs/4, and Fs/8 are the frequencies of the two. They are of

// equal amplitude, 0.45.

// Sample zero is phase zero for both sine's.

const Frac16 GeneratedSamples[] = {

FRAC16(0.0),

FRAC16(0.76819805153394638598037996294718),

FRAC16(0.45),

FRAC16(-0.131801948466053614019620037053),

FRAC16(0.0),
FRAC16(0.131801948466053614019620037053),
FRAC16(-.45),
FRAC16(-0.76819805153394638598037996294718)
%

Frac16 FirOutput[8] ;
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MC56F8006DEMO

Copy and Paste Text Prior to Main()

// use const to output coefficients to the data section to be placed in data memory.
const

#include "FirCoefs.h"

// Data samples represent sum of two sine waves with zero phase.

// Fs/4, and Fs/8 are the frequencies of the two. They are of

// equal amplitude, 0.45.

// Sample zero is phase zero for both sine's.

const Frac16 GeneratedSamples[] = {

FRAC16(0.0),
FRAC16(0.76819805153394638598037996294718),
FRAC16(0.45),
FRAC16(-0.131801948466053614019620037053),
FRAC16(0.0),
FRAC16(0.131801948466053614019620037053),
FRAC16(-.45),
FRAC16(-0.76819805153394638598037996294718)

b
Frac16 FirOutput[8] ;

Drag’n’drop the FIR Methods into Main()

e Select Processor Expert tab in FirGeneration

project window [ smm pROM-+RaM ~liB oy @
e Expand the DFR1:DSP_Func_DFR bean Files | Link Order | Targets Processor Expert |

* DFR1_dfr16FIR(dfr16_tFirStruct "pFIR,Frac16 5 & corguatons

Fir-mcp I

*pX,Frac16 *pZ,UInt16 n); % smm pROM-sF&M
= Operating System
e EXPORT dfr16_tFirStruct * DFR1_ =& CPUs
* < g B
dfr16FIRCreate(Frac16 *pC,UInt16 n) 56 Beans
e This example was created by using the = “?g:;fé;;f“”c—[’m
Drag’n’drop method declaration & [H dirlEFIRCreate

e To enable it, configure Processor Expert Environment Options
e The prototypical variable names were used in our program

* The definitions were created by copying and pasting from these lines

Finish Writing Main() Function for FirGenerate

#include "I0_Map.h"
s use const to output coefficients to the data section to be placed in data memory.
const
#include "FirCoefs.h"
7+ Data samples represent sum of two sine waves with zero phase.
s+ Fs-4, and Fs-8 are the fregquencies of the two. They are of
s egqual amplitude, 0.45.
s Bample zero 1s phase zero for hoth sines.
const Fracle GeneratedSamples[] = {

FRACIG(0.0),

FRACI6(0.766198051533946368598037996294718) ,

FRAC16(0.45),

FRAC16(-0.13160194846605361401%620037053) .

FRACIG(0.0),

FRAC16(0.1318019468466053614019620037053) .

FRAC1G(-.45).

FRAC16(-0.76819805153394630859080379%60294718)

}:
Fracle FirODutput[8]

vold main (void)

{

¢ Right click to add eventponts for audio and visual
e Use next page to copy text for pasting

e Make sure to set the visual break point as shown
e Set an audio breakpoint as shown

Note the V for Visual, and the speaker icon for audio. The visualization is updated when the V
breakpoint is reached. The audio breakpoint will play a sound and delay the visual updates so
that each can be noticed. <@,
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Copy and Paste Text to be Main() Function

void main(void)

{

Frac16 * pC;

dfr16_tFirStruct * pFIR;

Frac16 * pX;

Frac16 * pZ;

/* Write your local variable definition here */

/*** Processor Expert internal initialization. DON'T REMOVE THIS CODE!!! ***/
PE_low_level_init();

/** End of Processor Expert internal initialization. s

/* Write your code here */

pC = (Frac16 *) FirCoefs ;

pFIR = DFR1_dfr16FIRCreate( pC, 31);
pX = (Frac16 *) GeneratedSamples ;

pZ = FirOutput ;

for(;;) {
DFR1_dfr16FIR( pFIR, pX, pZ, 8);
}

}

Alternative Fast Response Implementation

Changing to process one sample per call can allow for faster response in tight control loop
applications such as found in motor control. Hint: All changes in red.

Frac16 FirOutput[1] ; // was 8

void main(void)

{

Frac16 * pC;
dfr16_tFirStruct * pFIR;
Frac16 * pX;

Frac16 * pZ;

inti;

/* Write your local variable definition here */

/*** Processor Expert internal initialization. DON'T REMOVE THIS CODE!!! ***/
PE_low_level_init();

/** End of Processor Expert internal initialization. v

/* Write your code here */

pC = (Frac16 *) FirCoefs ;

pFIR = DFR1_dfr16FIRCreate( pC, 31);
pX = (Frac16 *) GeneratedSamples ;

pZ = FirOutput ;

for(;)

{
for (i=0 ; i<8 ; i++)
{
pX = (Frac16 *) andGeneratedSamples]i];
DFR1_dfr16FIR( pFIR, pX, pZ, 1); // was 8
}
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MC56F8006DEMO

Design a Filter: Free Filter Design Tool

¥l SEE00E Flash Programmer

! Codetarrior Connection Server
. Codevarrior IDE

@ Codewarrior Updater

M| D3P File 10

e Launch QED Filter Design Package

|3 Release Mates

e Select Equiripple 4#,0EDesign Lite for DSP56800

FIR Design File ‘Wiew Design Filker Cutput Codegen ‘Window

Filter Type
e Lowpass cwpass  Bandpass
¢ Highpass (~ Bandstop
Next£ I Help I Claze I

* Input filter 2l

parameters, select Next, get 31 taps, Fiter Speciication gt

select Next

Sampling Frequency:  |8000
e Only need 31 taps because of only 60 Paretarl ey | [T

. Stopband Frequency: lﬂED—
dB stopband ripple
p pp Passband Ripple (dB): |1
eUse the output of the filter design Stopband Fipple (681 [53

package, QEDesign Lite for 56800/E. et CI Heb | concel |
Run the program from the same menu
you selected the CodeWarrior compiler from. Hit the EQ button. This is for equiripple FIR.
Then, select lowpass. Use Fs of 8000, band pass of 1250, band stop of 1750. This will give a
500 Hertz transition band. Use 1 dB pass band ripple, and 60 dB of stop band ripple. Use the
suggested number of taps, only 31 in this case. You can experiment with smaller passband
ripples to increase the number of taps.
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Equiripple (Parks McClellan) FIRs

Figure 14.1 Typical amplitude response of an FIR approximation to an ideal
lowpass filter.

e Clearly the most popular approach to FIRs
o Supports arbitrary band shape
o Filters have equiripple in each passband or stopband
e Parks McClellan is the most popular way of designing general purpose FIR filters

e Besides passbands and stopbands, you specify the amount of ripple you can tolerate in the
passbands and the stopbands. (Ripple in the stopbands is equivalent to attenuation.) It is called
“equiripple” because there are equal numbers of plus ripples as negative ripples. (In this case
two of each in both the passband and stopband.)

Filter Design: Graphic Results
Here’s what you should see:

2, QEDesign Lite for 56800,E B 1ol x|
File Wiew Design Fiter Qutput Codegen Window R
= \ == =

4000

o =I5

Enap OFF

e We can save the coefficients (taps) generated into a file format that can be used by a
CodeWarrior/Processor Expert project

<&,

Z“freescale

semiconductor



Filter Design: Save the Coefficients

e Save the coefficients in the CODE directory

Codegen Window

File Name: FirCoefs.h

Create DSP56800 Filter Coefficients 2l x|
= CODE avein: [ ) CODE = «BeE
< DATA D))
&2 FirGeneration AppCorfigh  IPE_Consth
Parch.h Hre Error b

R asserth Bre_typesh
B configdefines.h  [periph.h
i const b Prorth
Pcouh Prortasm.h
Porr1 b Pprototype.h

Prrich
Porricorivh  Ptypesh
en : & dspfunch
ly Documents | PRGNS
z Y10_Map.h
- L
ey,
[Ficoet: ) = save |

[ Fiter Coefficierts (") = cacd |

e We generate the coefficients header file and then rebuild the project to include these new
coefficients

¢ We download the new project onto the demo board, run it, and use SweepGen to generate
a 200-2000 Hz FM chirp. We can turn the filter on and off and see its effect on the FFT bin
LEDs.

Run Program: It Breaks at Main for Debugging
e At breakpoint

Freescale CodeWarrior
File Edit Yiew Search Project Debug Data DSPSG200E  Processor Expert | Data Wisualization b

A el <02 00m0¢N

e Select Variables, Next, short(8) FirOutput, ->, Next

Y
ool wainivoid) Select globals which are to be visualized.
- %
Fraclé # pC:
gfrlf{_ﬁglrifruﬂ * pFIR; H char bMeminitiized H short8] FiDutput
Hoabagait Shed EZ' H ExtemaMemorPool
: H InitialState B
## Write your local variable definition here ®- H IntemaMemanPool _I
P e p g b e s H shon{31] FiCoefs =
rocessor Expert internal initialization.
PE_low_lsvel_init()}: H short8] GeneratedS amples
s#%% End of Processor Expert internal initialization. «
## Write your code here %/
pC = (Fraclé #) FirCosfs :
PFIR = DFRL dfrléFIRCreate( pC. 31);
pX = (Fraclé *) GeneratedSamples :
pZ = FirOutput ;
for(. .
\d
o T <Back Cancel

e After hitting the break at main, run again, then see the results on the next page
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vossreoospeMO . ¥ |
Visual Output Showing 1000 Hertz Only

Ipixl|

' short(] g
XA

WX @

568 r

= [

§ 293
. \ - i
=
632 87 1
| | e ;19
1234 g B 9 101112 13 14 1 0 2 4 B B_"™ 121416 1822 m ® 3

The FIR in this case is set up to process eight samples at a time. Above is transient response.

: mshort[8] FirDutput

g E &
ol T Bl ANAL

[, i
Bl |
L
[l

GOGE

1088
b

I

il N
il L
L M IRIRIAT
word LN YV 0 0

196 206 216 226 T°F 246 ZA6 266 276 256
Tirne

Steady state response. 1000 Hertz lowpass filter is filtering out the 2000 Hertz signal, keeping the

1000. Thanks to the breakpoints, the visual data is presented at a pace where each frame can be
observed.
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