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JN516x JTAG Debugging in BeyondStudio

This Application Note describes how to use the JTAG debugging features of the NXP
JN516x wireless microcontrollers using the “BeyondStudio for NXP” software tool.
JTAG debugging is demonstrated using an IEEE802.15.4 application running on
components of the NXP JN516x-EK001 Evaluation Kit.

1 Application Overview

This Application Note describes the use of “BeyondStudio for NXP” for the JTAG debugging
of applications running on NXP JN516x wireless microntrollers. BeyondStudio for NXP is an
Eclipse-based Integrated Devleopment Environment (IDE) that allows the user to write, build
and debug applications for the JIN516x devices. It has the part number JN-SW-4141 and can
be obtained free-of-charge via the NXP Wireless Connectivity TechZone. The installation
and general use of this software tool is fully described in the BeyondStudio for NXP
Installation and User Guide (JN-UG-3098), which is available from the TechZone.

BeyondStudio for NXP can be used with a number of wireless network protocols supported
on the JN516x devices (the relevant protocols are indicated on the TechZone). In this
Application Note, the IEEE802.15.4 Home Sensor Demonstration application is used, which
is run on components of the JN516x-EK001 Evaluation Kit. The hardware and software
required to use this Application Note are summarised in the next section.

2 Pre-requisites

In order to use this Application Note, you will need the following hardware and software.

2.1 Hardware Requirements

e NXP IJN516x-EK001 Evaluation Kit

o NXP DR1222 JTAG Expansion Board (see section 9 for schematics)

e JTAG adaptor/dongle (Beyond Debug Key, or Amontec JTAGkey or JTAGkey?2)
You will also need a USB cable for connecting the JTAG adaptor to your PC.

2.2 Software Requirements
e BeyondStudio for NXP (JN-SW-4141)
e JIN516x IEEE802.15.4 Software Developer's Kit (JN-SW-4163)
e 802.15.4 Home Sensor Demonstration for IN516x Application Note (JN-AN-1180)

The above software components are available via the IEEE802.15.4 tab on the TechZone.
You must install IN-SW-4141 and JN-SW-4163 on your development PC as described in the
BeyondStudio for NXP Installation and User Guide (JN-UG-3098). The Application Note
JN-AN-1180 must then be installed in your BeyondStudio for NXP workspace.
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3 Compatibility

The software descriptions in this Application Note relate to the following evaluation kit and
SDK (Software Developer’s Kit) versions:

Product Type Part Number Version
Evaluation Kit JN516x-EK001 -

SDK Libraries JN-SW-4163 v1052
SDK Toolchain JN-SW-4141 vi111

4 Application Set-up

This Application Note uses the IEEE802.15.4 Home Sensor Demonstration application
(JN-AN-1180) as a vehicle for introducing JTAG debugging. The End Device application will
be debugged from BeyondStudio for NXP while the Coordinator is run in normal mode.

@ Note: The JN-AN-1180 documentation describes the demonstration as
using three End Device nodes. Here, we will only use one End Device
node, as well as the Coordinator node.

Start BeyondStudio for NXP and import the IEEE802.15.4 Home Sensor Demonstration
project — instructions are provided in the JN-AN-1180 documentation. Then set up the
Coordinator and End Device, as described below.

4.1 Coordinator Set-up

In this Application Note, the Coordinator will be used in normal mode. Assemble the
Coordinator node from the following JN516x-EK001 Evaluation Kit components:

e DR1174 Carrier Board
e DR1215 LCD Expansion Board
e JN5168 module
Connect the carrier board to your PC using a 'USB A to Mini B' cable from the evaluation Kkit.

The Coordinator application now needs to be built and programmed into the JIN5168 module
on this board, as described below.

4.1.1 Build the Application

To build the Coordinator application, first ensure that the project is highlighted in the left
Project Explorer pane of BeyondStudio and use the drop-down list associated with the
Build button ® on the toolbar to select the relevant build configuration —

AN1180_ 154 HomeSensorCoord. The application will now be built and a binary file will be
created in the Build directory for the application, the resulting filename indicating both the
chip type (e.g. IN5168) and networking stack (154 for 802.15.4) for which it was built.

4.1.2 Load the Application Binary

Load the Coordinator application binary into the JN516x device using the Flash programmer
tool within BeyondStudio for NXP, as described in the BeyondStudio for NXP Installation and
User Guide (JN-UG-3098). Once programmed, this board must be reset, after which it will
display the NXP logo and a menu on its LCD screen.
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4.2 End Device Set-up

Assemble the End Device node from the following JN516x-EK001 Evaluation Kit
components:

e DR1174 Carrier Board
¢ JIN5168 module

Do not fit the JTAG Expansion Board yet. Connect the carrier board to your PC using a
'USB A to Mini B' cable from the evaluation kit.

The End Device application now needs to be built and programmed into the JN5168 module
on this board, and the board must also be enabled for JTAG debugging, as described below.

4.2.1 Build the Application

When using JTAG debugging, a flag must be set in the application binary header which
instructs the bootloader to enable the JTAG port. The JTAG port may also be configured via
a second flag to use the pins allocated to UARTO, or to UART1 on the JN516x device. These
flags are set via directives in the application Makefile. When using the DR1222 JTAG
Expansion Board on a DR1174 Carrier Board, the JTAG header is connected to the UARTO
pins.

In the Project Explorer pane, open the End Device application’s Makefile by following the
path AN1180_154 HomeSensorEndD>Build and double-clicking on Makefile.

To build the application for JTAG debugging on the UARTO pins, uncomment this line in the
Makefile:

# Debug options define DEBUG for HW debug
DEBUG ?= HW

But leave this line set to UARTO:

# Define which UART to use for debug
DEBUG_PORT ?= UART®@

The End Device must now be built using this configuration.

To build the End Device application, first ensure that the project is highlighted in the left
Project Explorer pane of BeyondStudio and use the drop-down list associated with the
Build button & on the toolbar to select the relevant build configuration —

AN1180_154 HomeSensorEndD. The application will now be built and a binary file will be
created in the Build directory for the application, the resulting filename indicating both the
chip type (e.g. IN5168) and networking stack (154 for 802.15.4) for which it was built. Binary
files built for JTAG debugging contain an additional _hwdbg component in the filename.

4.2.2 Load the Binary File

Once the End Device application has been built for JTAG debugging, the resulting binary file
must be programmed into the JN516x device on the relevant board using the integrated
Flash programmer tool. This file contains instructions to enable the JTAG interface and not
the actual application code, which will be loaded into the device later via the JTAG interface.

Load the JTAG-enabled binary file AN1180_154 HomeSensorEndD_JN5168 hwdbg.bin
into the JN516x device using the Flash programmer tool within BeyondStudio for NXP, as
described in the BeyondStudio for NXP Installation and User Guide (JN-UG-3098).

Once this file has been programmed, the JTAG pins are enabled for debugging and the
hardware can now be reconfigured for debugging, as described in the next section.
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4.2.3 Configure Hardware for JTAG Debugging
Disconnect the USB cable from the End Device carrier board.

On the DR1174 Carrier Board, there is a jumper labelled JTAG. This jumper is normally
configured in the “DIS” position. Remove the jumper and re-connect it in the “EN” position
(see below). This remaps the UARTO pins from the USB-serial connection to the JTAG port.

Figure 1: JTAG Jumper on Carrier Board

Now connect the DR1222 JTAG Expansion Board to the End Device carrier board. This
expansion board provides a 20-way JTAG connector while the connector on the carrier
board is only 10-way and does not include the reset signal. The expansion board is
necessary to connect this signal via the pin on CN5.

On top of the JTAG Expansion Board, connect a DR1199 Generic Expansion Board from the
evaluation kit. This expansion board contains a temperature and humidity sensor.

Now connect the JTAG adaptor/dongle (e.g. Beyond Debug Key) to your PC with a USB
cable. If this is the first time that the JTAG adaptor has been used, the USB drivers must be
set up. This may be done using the Zadig tool installed with BeyondStudio for NXP.

Run Zadig by selecting it from the NXP entry in the Windows Start menu and select the
connected JTAG adaptor from the selection box (note that you may need to select
Options>List All Devices in order to add the connected adaptor to the list). Change the
selected driver to “libusb-win32” and click Replace Driver, as shown below.

Ed Zadig = | ==
Device Options Help
Amontec TTAGkey (Interface 0) - ] [T Edit
Driver  FTSER.2K (v2.8.30.0) libusb-win32 (v1.2.6.0) = More Information
WinUSE {ibusb}

USBID 0403 CFFE 00

wem? X

libusb-win32
libusbt
WinUSE (Microsoft)

Replace Driver

3 devices found.
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Once the driver has been installed, close the Zadig tool.
Plug the JTAG adaptor into the 20-way connector on the JTAG Expansion Board.

The End Device carrier board can now be reconnected to the PC via the mini-USB cable to
supply power to the board, if the board is not self-powered (e.g. from batteries). This cable

will provide power only to the board, as the IN516x UART pins are now reconfigured by the
application binary to be JTAG pins, and they are routed to the JTAG header via the jumper.

The final connections are shown in the photograph below (but for clarity, the Generic
Expansion Board is not shown).

>
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ITAG Expansion Board "

=
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e

Figure 2: JTAG Connections

5 Starting the Application

Both boards should now be connected, powered up and running the required applications

5.1 Coordinator Set-up
On the Coordinator, use the buttons and LCD screen to select an operating channel.
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5.2 End Device Set-up

In order to begin debugging, a Debug Configuration must be created for the project in
BeyondStudio for NXP. To do this, right-click the project in the Project Explorer pane and
follow the menu path Debug As>Debug Configurations, or click the drop-down arrow
associated with the Debug button ** on the toolbar and select Debug Configurations. The
following dialogue box will now appear.

Create, manage, and run configurations

,_(? = }:” h Configure launch settings from this dialog:
=] = =
type filker text _‘_} - Press the 'Mew’ button to create a configuration of the selected type.
[ C/C++ Application |iZ - Press the 'Duplicate’ button to copy the selected configuration.
[©] C/C++ Attach to Application . 1
E C/C++ Postmortem Debugger ¥ - Press the 'Delete’ button to remove the selected configuration,
/
[©] C/C++ Remote Application 2 - Press the ‘Filter’ button to configure filtering options.

[ ] GDEB Hardware Debugging
= Launch Group
MXP JN5Loc Application

- Edit or view an existing configuration by selecting it.

Configure launch perspective settings from the Perspectives’ preference page.

Filter matched 7 of 11 items

Select NXP JN51xx Application and then click the New button | at the top of the pane.

The above Debug Configurations dialogue box will now automatically update to the layout
shown below.
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Create, manage, and run configurations

= —+,
TExX B3~

type filter text

[E] €/C++ Application
[E] C/C++ Attach to Applicatior
[T] C/C++ Postmortem Debugg
[E] €/C++ Remote Application
[E] GDB Hardware Debugging
= Launch Group
a [I1] NXP JNSLxx Application
I JN-AN-1180-802-15-4-Hi

Name: JN-AN-1180-802-15-4-Home-Senser-Demo AN1180_154_HomeSensorEndD

Mainl £ Target| #33- Debugger| El Common

C/C++ Application:
AN1180_154_HomeSensorEndD/Build/AMN1180_154_HomeSensorEndD_IN5168_hwdbg.elf

Variables... ] [Search Project...] [ Browse... ]

Browse...

Project:
JN-AN-1180-802-15-4-Home-5ensor-Demo

Build (if required) before launching

Build configuration: Use Active

Select configuration using 'C/C++ Application’

() Enable auto build (") Disable aute build

@) Use workspace settings Configure Workspace Settings...

Connect process input & output to a terminal.

! i . l Apply ] [ Revert ]

Filter matched & of & items

® I

Debug ] [ Close ]

In the Name field of this dialogue box, a name for the Debug Configuration is automatically
generated from the target name. This can be changed, if desired.

The application to debug must next be selected in the C/C++ Application field. This is the
ELF file, not the binary file, and will end in “_hwdbg.elf”. Use the Search Project button to
select the file AN1180_154 HomeSensorEndD_JN5168_hwdbg.elf.

Optionally, the Debug Configuration can be set up to automatically build the project before
debugging.
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On the Target tab of the dialogue box (shown below), most users should leave the Use
JTAG proxy option selected. No additional parameters are necessatry.

|

Create, manage, and run configurations

I FEX| B - Narme: JN-AN-1180-802-15-4-Home-Sensor-Demo ANI180_154_HomeSensorEndD
|t)rpefilterte:¢ | Main [5‘ Targetl Eed Debugger| El Common
E C/C++ Application IJTAG Proxy

[T] C/C++ Attach to Applicatior
[E] €/C++ Postmortem Debugg
[E] €/C++ Remote Application
[€] GDB Hardware Debugging Additional parameters: |
= Launch Group

4 |11 NXP JNSLic Application -

1 JN-AN-1180-802-15-4-H, | | () Use custom target
jn5lxx jtag://localhost:0999

@) Launch JTAG proxy
Enable UART (Beyond Debug Hub only)

Custom target

-~ 3 |

Filter matched & of 8 items

@ I Debug I [ Close ]
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On the Debugger tab of the dialogue box (shown below), the default options should be used.

These options will load the application binary into the target device and set the program
counter to the function named AppColdStart(), ready to run as if the device has been reset.

Create, manage, and run configurations

I I_<I> S ® | = }":> M Name: JN-AN-1180-802-15-4-Home-5ensor-Demo AN1180_154_HomeSensorEndD
| | | type filter text Main | B Target 3% Dehuggel] =l Common |
[c] C/C++ Application Initialization

[E] €/C++ Attach to Applicatior
[E] C/C++ Postmortem Debugg
[T] C/C++ Remote Application
[T] GDB Hardware Debugging commands:
= Launch Group
a [ NXP JNSLex Application
U JN-AN-1180-802-15-4-Hi

|¥] Reset CPU

‘Wait after reset (seconds): 3

Lead image and symbols
Load image
@) Use project binary  Build/AN1180_154_HomeSenserEndD_IMN5168_hwdbg.elf

0 Usefile Workspace File system

Image offset (hex)

[ Load symbols
(@) Use project binary:  Build/AN1180_154_HomeSensorEndD_JN5168_hwdbg.elf
Use file Workspace File system

Symbols offset thex)

Runtime options

Set program counterto:  AppColdStart
[7] Set breakpoint at

] Resume

Run commands

] 11 +
Appl Revert
Filter matched & of & items l PP ] [ rE ]

@ [ Debug ] [ Close ]

Once this configuration is complete, the Debug button in the dialogue box can be used to
immediately start a debug session, if required.
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6 Debugging

If the debugging session has not already been started, click on the Debug button % on the
toolbar or use the keyboard shortcut F11 to start it. BeyondStudio for NXP will start a
process in the background called “jp3.exe” to communicate with the JTAG device. It will then
start GDB and perform the steps defined in the Debug Configuration. Normally this will be to
load the application binary, reset the device and set the program counter to AppColdStart().
BeyondStudio will open the Debug perspective, which should show the processor stalled at
AppColdStart(). The program location is indicated by the arrow in the margin and the line is
highlighted in green.

Processor Stack | | Source (Current Line Highlighted) Disassembly

[ Debug - IN-ANI

File Edit Source Refactor Mpvigate Search Project Devices Run Window| Help
Hwilhg (R BE B R | ¢ | 2| mnE|[$-0-B-i®F- 4E 5 rwflera |
Quick Access : Ejf| B C/Ce+ % Debug
#@Debug pact | i# ¥ Z |8 |[e4= Variables &3 9 Breakpoint | G Expression | |1} Registers | =4 Modules = O
4 AM1180_154_HomeSensorEhdD_JN5168_hwdbg.elf [NXP JNSLwo Application] +% [ | et ¥
Pl u_f:‘? AN1180_154_HomeSengorEndD_JN5168_hwdbg.elf Mame Type Value
4 ' Thread [1] <main>\fuspended : Container)
= AppColdStart() at AN1180_154 HomeSensorEndD.c:227 0x80350
vl Jtag proxy
wol gdb
Pl b
@ Makefile [ AM1180_154 HomeSensorEndD.c &2 = B8 EE Qutline | 2= Disassembly &% = B
processes interrupts. - Enter location here v | 2 | il
* RETURNS: ‘ AppColdstart: L
" void, never returns » BEBEO350: b.entri ean
N 232 wAHI_WatcMdogStop();
R R R R R A R Ry BRe3B353: b.jal ex86e84 <vAHI_WatchdogStop: =
PUBLIC void AppColdStart(void) 236 vInitSystem();
1 BRB3B356: b.jal @x88373 <vInitSystem>
241 vInitEndpeint();
BRe38359: b.jal @x8e3da <vInitEndpoint>
/* Disable watchdog if enabled by default =/ 244 _ vStartscan(DEMO_CHANNEL_BITMAP)
" eBe8e35c: b.ori r3,r@,ex7fffoee

#ifdef WATCHDOG_ENABLED
VAHI_WatchdogStop();

o

BRe38362: .jal ex8@423 <vstartScan:

248 vProcessInterrupts();

#endif X
BRBER365 b.jal @x88526 <vProcessInterrupts>
/* General initialisation: reset hardware */ 249 . b3 14
vInitSystem(); BBBEa368 -] 8x88359 <AppColdStart+9>
265 I
while (1) Apphlamstlar't:
h = Baa3836a: b.entri @xl,8x1 -
4 T 3 1 L] C
El Console &2 7] Tasks Ef._ Problems | {3 Executables| [ Memory | ® @5 | #EB~~f>= 8

AN1180_154 HomeSensorEndD_JN5168_hwdbg.elf [NXP JN51xx Application] AN1180 154 HomeSensorEndD_JN5168_hwdbg.elf

-

o The Debug pane displays the processor stack and allows selection of any stack frame.
This will update the other displays to the selected frame.

e The Variables tab shows local variables within the selected stack frame.

o The Breakpoints tab shows all currently configured breakpoints.

o The Registers tab displays the contents of the CPU registers.

e The main display shows the C source code at the location where the CPU is stopped.

¢ The Disassembly tab shows the assembly language at the location where CPU is
stopped.
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6.1 Single Stepping the CPU

With the CPU stopped at AppColdStart(), the CPU can be stepped a single line of C source
by clicking the Step Over button =* on the toolbar.

1. Click the Step Over button once to enter the function, then again to step over the call to
vAHI_WatchdogStop().

2. Thenextline is a call to vinitSystem(). Step into this function by clicking the Step Into
button =*- on the toolbar.

The updated stack with the additional function is shown in the Debug pane.

™ [ Debug - IN-ANL =)

File Edit Source Refactor Mavigate Search Project Devices Run Window Help
Inis Gl mimigimin |l n@is-0-Q-i® L FH-H-wc--|
Quick Access : ﬁﬂ B c/C++ [%5 Debug
%5 Debug 22 | # T T O |[td= Variables 22 . ®g Breakpoint |9 Expression | 4} Registers| B Modules = 8
4 AM1180_154_HomeSensorEndD_JN5168_hwdbg.elf [NXP JNSLxo Application] +% [ | fref et ¥
4 u_f;‘? ANL180_154_HomeSensorEndD_JN5168_hwdbg.elf Mame Type Value
4§ Thread [1] <main> (Suspended : Step)
= wInitSystem() at AN1180_154 HomeSensorEndD.c:289 0x80376
= AppColdStart() at AN1180_154_HomeSensorEndD.c:236 0x80359
vl Jtag proxy
p gdb
4 »
L& Makefile [] AN1180_154 HomeSensorEndD.c &2 = B || 5= Outline |2 Disassembly &% = 8
N & Enter location here - | b | et
PRIVATE void vInitSystem(void) 267 } ) o
{ 2eeses7e: b.reti @xl,8xl
/* Initialise stack and hardware interface, and register peripheral 286 1 . .
interrupts with AppQueueApi handler */ | ) VI;ltSystlem.
| (void)u3s28HI_Init(); n 92:25373‘ '?”tf;)agési‘% ()
id)u32AppQApiInit(NULL, NULL, NULL); voicju —NAEL)
(void)u32AppQApiInit( ! ! ) % @0038376:  b.jal @x86b44 <u32AHI_Init>
/* Set up the MAC handles. Must be called AFTER u32AppQApiInit() */ 298 ) b (vo:lld)u32AprAp11n1t(NULL) NULL, NUI=
s_pvMac = pvAppApiGetMacHandle(); 9998837:: b'mm":,l r3,exe
5_psMacPib = MAC_psPibGetHandle(s_pvMac); 0668037b: smavi r4,8x0
= - - BBese37d: b.movi r5,8x8
bWhite LED Enable(); Bee3e37f: b.jal Bxsa?bc <u32A[IJpQAp11n1t;1 ‘
bihite LED SetLevel(108); 293 sl_p\n'ﬂac = vappAplGe*.:MacHan e();
bihite LED OFf(); BRe38382: b.jal exsede2 <pvAppApiDefGetMacHandl
- - eae80385: b.mov r7,r3
bRGE_LED_Enable(); BBBEa387 ! b.sw EX‘I—BB?E?S(FB),F? 0 i
bBRGE_LED SetLevel(255, @, 255); 294 .- . i*ESMaCPl = MAC_psPibGetHandle(s_p
bRGB LED OFF(): - e@ase38d: Jlwz r7,6x4000073(ra) -
4 1 3 < | m G
El Console &3 ] Tasks E‘L Problems | {2 Executables| [ Memory | ETRA: | fE~-F-=0
AN1180_154_HomeSensorEndD_JN5168_hwdbg.elf [NXP JNS1a Application] AN1180_154_HomeSensorEndD_JN5168_hwdbg.elf
i
b
Writable Smart Insert 289:1

6.2 Free Running the CPU

To start the CPU executing, click the Resume button U¥ on the toolbar. To suspend
execution, click the Suspend button Ul on the toolbar.

When the processor is paused, it should be stopped in vVAHI_CpuDoze(). This function puts
the CPU into doze mode and awaits interrupts to wake it. This application is for an End
Device and spends the vast majority of its time with the CPU dozing. Therefore when the
CPU is paused, there is a very high chance of it being within this function.
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6.3 Resetting the CPU

If the CPU is stepped at this point, it is likely that the next line is never reached. This is a
symptom of debugging a CPU with many peripherals that continue to run, even while the
CPU is stalled.

For example, the Timer peripheral keeps running even when the CPU is stalled from the
previous step. The Timer is set up to interrupt on matching a value but, because the Timer
kept running while the CPU was stalled, it is now beyond the match value. This means that
the interrupt will now not occur until the Timer wraps, which will take a very long time. As a
result, the CPU will appear to remain dozing indefinitely. At this point, the best course of
action is to reset the CPU and restart from ‘cold start’ conditions. This will also be the case
when debugging a device that is a member of a network as while its CPU is stalled, the
network will perceive the device to have left. Resuming the CPU could have consequences
such as frames being parsed and responded to late, and confusing the state of the network.
It may be that in this case, again, the best thing to do is to restart and rejoin the network.

To restart the device, click the Restart button %, on the toolbar. The CPU is reset and
BeyondStudio once again shows the CPU stalled at the AppColdStart() function.

6.4 Setting Breakpoints
Breakpoints may be used to stop CPU execution at any program counter address.
Locate the function vProcessRead() within the file AN1180_ 154 HomeSensorEndD.c.

To set a breakpoint, locate the line within the source code (or Disassembly tab) and double-
click in the margin. A blue circle in the margin indicates the presence of a breakpoint. The
breakpoint is also listed in the Breakpoints tab of the BeyondStudio interface.
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[ Debug INAN 1] =)
File Edit Source Refactor Mavigate Search Project Devices Run  Window Help
Amihd EIEH IR AN Gl -2 RAVRRSY IRt I SRS R AR AR A

Quick Access =1 | [ C/C++ |35 Debug

3% Debug 32 | i» T T O |[t= variables | @ Breakpoint [ 6 Expression | ifi} Registers B Modules = O

4 AMN1180_154_HomeSensorEndD_JN5168_hwdbg.elf [NXP JN51xx Application] 4 S& cE w, | =] 4:& =
a [ AN1180_154_HomeSensorEndD_IN5168_hwdbg.elf s AN1180_154_HomeSensorEndD.c [line: 882]

4 Thread [1] <main> (Suspended : Breakpoint)

vProcessRead() at AN1180_154 HomeSensorEndD.c:882 080759
vProcessincomingMcps() at AN1180_154 HomeSensorEndD.c:667 0x805c0
vProcessnterrupts() at AN1180_154 HomeSensorEndD.c:602 0:8053e

= AppColdStart() at AN1180_154_HomeSensorEndD.c:248 080368

ot
v l2g proxy Mo details to display for the current selection.
w gdb
@ Makefile [€] AN1180 154 HomeSensorEndD.c &2 = B || 5= Outline |2 Disassembly &% = O
* This is not an efficient way to read the sensors as much time is wasted  a Enter location here - | & | o 7
* waiting for the humidity and temperature sensor to complete. The sensor . . b.3al d 1_
* pulls a DIO line low when it is ready, and this could be used to generate 86658759 b.]a DRSS SIS L LS S
* an interrupt to indicate when data is ready to be read. ABRSA7S.C: -mov r7,r3
BBBEaTS5e b.sh @x6(r1),r7
893 if (sDemoData.slLightSensor.ul6Hi <
PRIVATE void vProcessRead(void) 66658761 b.lhz r7,0x4600776(ré)
BRRERT7ET ! b.lhz r6,Bx6(rl)
uint16 ulbLightsensor; BBBEe76a: b.bgeu r?,rﬁ,9x887?7h<vPrUcessRan+?3 =
uintl6 ulBDiff: 895 sDemoData.slightSensor.ulBHi =
BRBEET76e b.lhz r7,8x6(rl)
epBEe7 1! b.sh ex4ees7ie(re),r7

/* Read light level, adjust to range @-6. This sensor automatically start

a new conversion afterwards so there is no need for a 'start read' */ 838 if (sDemoData.sLightSensor.ulblo »

ul6lightSensor = ul6AlSreadChannelResult(); ggg:g;;; E}:Z r;.g)‘g?B?;D(rB)
: .lhz r&,@xe(r
BBREeTE0 b.bgeu r6,r7,8x3878d <vProcessRead+55

/* adjust the high and low values if necessary, and cbtain the
difference between them */
if (sDemoData.sLightSensor.ul6Hi < ul6lLightSensor)

988 sDemoData.sLightSensor.ulélo =
BOe38784: .lhz r7,8x6(rl)

o

@ae3e737: b.sh @x4808772(re),r7
sDemoData.slightSensor.uléHi = wl6lishtSensor: S 983 ul6Diff = sDemoData.slightSensor.ul ~
4 1 2 1 LilJ G
El Console &2 ] Tasks E‘L Problems | {2 Executables| [0 Memory | ® f | AE-f~-=0

AN1180_154_HomeSensorEndD_JN5168_hwdbg.elf [NXP JNS1a Application] AN1180_154_HomeSensorEndD_JN5168_hwdbg.elf

-

Writable Smart Insert 889:1

Note that IN516x devices support only 4 breakpoints. Attempts to set further breakpoints will
succeed but will not be acted upon by the CPU. Features such as “Run to cursor” and “Step
out” make use of a breakpoint; therefore, the user must ensure that only 3 breakpoints are in
use at any one time by selectively disabling or removing breakpoints in the Breakpoints tab.

Free-run the CPU by clicking the Resume button U¥ on the toolbar. The application will now
run through the initialisation sequence and associate with the Coordinator. When the
Coordinator sends a frame to the End Device, this will be processed and execution should
halt on the breakpoint.

6.5 Examining the Processor Stack

The processor stack maintains the context of execution across function calls. Most functions
that are called create a new frame on the stack in which to save the previous context and
store local variables. This Application Note is simple and does not have many nested
function calls. This means that it does not have a very deep stack to examine; the deepest
level attained is 4 entries, at the ProcessRead() function.

The stack frame may now be examined. In this function there are two local variables. These
are shown in the Variables tab.

JN-AN-1203 (v1.2) 27-Feb-2015 © NXP Laboratories UK 2015 13
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(9= Variables 2 . ©g Breakpoi |89 Expressi | if! Registers | 24 Modules = O

4 B § et~
Mame Type Value
()= ulblightSensor uintlé 65
(=)= ulEDiff uintl <optimized out>

The previous frames on the stack may be selected in the Debug window. The Variables tab
will be updated with the local variables within the selected stack frame.

6.6 Viewing Global Variables

Global variables may be viewed in the Expressions pane of the BeyondStudio interface. To
view a global variable (for example, the main application state structure sDemoData), locate
a reference to it in the main view. Right-click on the variable name and select Add Watch

Expression from the context menu (see screenshot below). The expression is added to the
Expressions pane. The structure may be expanded and its contents viewed from this pane.

File Edit Source Refactor MNavigate Search Project Devices Run  Window Help
el L R R R I N N e T R I AT I
Quick Access CH | B C/C++ [%5 Debug
%5 Debug 2 i+ ¥ = B |[t9= variables 9 Breskpoint 52 . S Expression | i1} Registers| =i Modules = 8
s {AN1180_154_H0 Unde Ctri+Z hon] % % @ w | 2% ¥
s ({2 AN1180_154 | Revert File o AMN1180_154_HomeSensorEndD.c [line: 882]
4 of? Thread 1 Save Ctrl=S
= vProc 59
= vProc Open Declaration F3 2567 0:805c6
= vProc Open Type Hierarchy F4 E053e
_ = AppC Open Call Hierarchy Ctrl+Alt+H 8
t
= Jg;i prewy Quick Qutline Ctrl+O Mo details to display for the current selection.
=
Quick Type Hierarchy Ctrl+T
| & Makefile [ AN EpeEia:wlbpapaon k= = [ || 5= Outline = Disassembly 2 = 0
Toggle S Head Ctrl+Tab [
- ; eggle Source/Header e " o Enter location here - | 2 | et ™
3
CEsabvin » 0BE30759: | b.jal Bx87876 <ul6TSL2550 ReadResult> ~
Show In Alt+Shift+W » f= BeBEATSC : b.mov r7,r3
] BEe3a75e: b.sh @x&(rl),r?
S Cut Cirl+X H 893 if (sDemoData.slightSensor.ul6Hi <
Copy Cirl+C 2ae38761: b.lhz r7,ex4800778(ra)
e ke ok ok BPBEETET: b.lhz ré,exs(rl)
Paste Crl+V BEA3e76a: b.bgeu r7,r6,Bx88777 <vProcessRead+33|s
/* Handles fro ) ) 895 sDemoData.sLightSensor.ul6Hi =
PRIVATE void *= Quick Fix Ctrl+1 BeBse76e:  b.lhz r7,8xs(rl)
PRIVATE MAC_Pi Source AlteShift=S » BEEE0771:  b.sh @x4800778(ro),r7
) . 898 if (sDemcData.slLightSensor.ul6lo > | |
% tsDemoData %] Surround With Alt+Shift+7 » 80086777:  b.lhz r7,@x4000772(rd)
Refactor . Beesa77d: b.lhz r6,8x6(r1)
#ifdef USE_200 BE830780: b.bgeu r&,r7,8x8078d <vProcessRead+55
PRIVATE MAC_Ke Declarations » JTAL_SECURITY_KEYS]; 908 sDemoData.sLightSensor.ulélo =
PRIVATE MAC Ke iptor [TOTAL SECURITY_ 2ee3e784:  b.lhz r7,8x6(rl)
PRTVATE MAC_Ke RIS Shess ' IL_KEY_USAGE_ENTRIES]; B0088787:  b.sh @x4000772(r@),r?
PRIVATE MAC_De Search Text » P[TOTAL_SEC_ENTRIES]; - 983 uleDiff = sDemoData.sLightSensor.ul -
4 L_ b 4| m 2
Step Into Selection Ctrl+F5  F
El Console &2 Zhi |_'i|‘u§|=_’E'L=ej': g
AN1180 154 HomeSenso Make Targets * {1180 154_HomeSensorEndD_ING168_hwdbg.elf
Resource Configurations 4 -
=] Runtoline Ctrl+R
F. MoveTo Line
2 L, Resume At Line b
X, = 1
Y Add Watch Bxpression.. Writable Smart Insert 197: 21
Profile As 2

6.7 Finishing a Debug Session

When a debug session is no longer required, it must be terminated by clicking the
Terminate button ® on the toolbar. This will kill the GDB and jp3 processes used to control
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the JN516x device, but will not exit the Debug perspective. To change back to the normal
C/C++ perspective, click on the C/C++ button on the toolbar.

6.8 Catching Exceptions

When an exception occurs in the CPU, the debugger halts the CPU and allows the user to
examine the state of the program at the point where the exception occurred.

As an example, add the following code to the function AppColdStart(), which can be found
in AN1180_154 HomeSensorEndD.c.

/* General initialisation: reset hardware */
vInitSystem();

// Generate an alignment exception.
*(uint32*)(0x400001) = 0;

Rebuild the End Device application using the Build button on the toolbar. The application
should build.

Begin a new debug session by clicking the Debug button on the toolbar. The newly compiled
application will be loaded into the target JN516x device and execution paused at
AppColdStart(). The application may now be set free-running by clicking the Resume
button on the toolbar. The CPU will execute the code resulting in an alignment exception
which will suspend execution. The Debug tab shows that the CPU is suspended with an
alignment exception.

File Edit Source Refactor Mavigate Search Project Devices Run Window Help
I=is Sl mimigimin lelo|zlpn@s-0-@-i®L-FEH-5-6E-2-|
Quick Access : ﬁﬂ B c/C++ [%5 Debug
%5 Debug 22 | i+ ¥ T O |[t9= Variables 23 . % Breakpoi | 57 Expressi | il Registers| =) Modules = O
4 AM1180_154_HomeSensorEndD_JN5168_hwdbg.elf [NXP JNSLxo Application] +% [ | fref et ¥
- baaucllb, IE.
4 % AN1180_154_HomeSensorEndD 4 Mame Eipe Value
4 g Thread [1] <mai uspended : Signal : EXC_ALIGNMENT:Alignment ex(eptloED
= AppColdStart() at AN1180_159 Homesentorenan. c2sg
vl Jtag proxy
pel geb
] b
& Makefile [€] AM1180_154 HomeSensorEndD.c &2 = B8 EE Qutline | 2= Disassembly &% = B
~ PUBLIC void AppColdStart(void) - Enter location here - | &) | e v
g AppColdStart: -
BBREe350 ! b.entri @x1,8x1
/* Disable waichdog if enabled by default */ ¥ | 232 \:'AHIJJatchdogStop(j;
#ifdef WATCHDOG ENABLED Lo BRe3B353: b.jal ex86e8c <vAHI_WatchdogStop:
VAHI_WatchdogStop(); 236 \:rIrutSystem(); . E
sendif BRB3B356: b.jal @x8837c <vInitSystem>
239 ®(uint32*) (Bx400001) = ©;
/* General initialisation: reset hardware */ 90086359 b.ori r7,r8,ox4e0001 e
vInitsystem(); 9 PRBEB3ST: b.sw @x@(r7),re
! 244 vInitEndpoint();
// Generate an alignment exception BRe38362: b.jal Bx883e3 <vInitEndpoint>
I .'.(uint32‘)-(9x400691) - a: B 247 vStartScan(DEMO_CHANNEL BITMAP)
* BBREe365 b.ori r3,re,ex7fffsee
while (1) BBB3B36b: b.jal ex8842c <vStartScan:
1 251 vProcessInterrupts();
j* Initialize software elements */ BBBEA36e: b.jal @x8852f <vProcessInterrupts>
vInitEndpeint(); 252 r
- Bae3e371: b.j @x88362 <ApplcldStart+l18> -
4 T 3 4| T 3
El Console &% 7] Tasks Bu Problems | (3 Executables| [ Memory | En UE| sl | | M E~5y= 8
AMN1180_154 HomeSensorEndD_JN5168_hwdbg.elf [NXP JN51xx Application] gdb
Note: automatically using hardware breakpoints for read-only addresses. ‘:‘
4 [
Writable Smart Insert 239:1
=
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The line that caused the exception is highlighted above in the main window.

6.9 Using the Watchdog Timer

The Watchdog Timer is started by default on the IN516x device. When the bootloader
detects a debug-enabled binary, it stops the Watchdog Timer. This means that to make use
of the Watchdog Timer when debugging using JTAG, the timer must be re-enabled by calling
the vAHI_WatchdogStart() function. The default behaviour of the Watchdog Timer is to
reset the device. When running with the debugger, this will cause the JTAG hardware to be
reset and the debugger to lose its connection. Therefore, when using the Watchdog Timer,
the exception must always be enabled.

As an example, add the following code to the function AppColdStart(), which can be found
in AN1180_154 HomeSensorEndD.c.

/* General initialisation: reset hardware */
vInitSystem();

/* Initialise watchdog timer */
VAHI_WatchdogStart(12);
VAHI_WatchdogException(TRUE);

/* Cause watchdog timeout */
while(1);

Rebuild the End Device application using the Build button on the toolbar. The application
should build.

Begin a new debug session by clicking the Debug button on the toolbar. The newly compiled
application will be loaded into the target JN516x device and execution paused at
AppColdStart(). The application may now be set free-running by clicking the Resume
button on the toolbar. The CPU will execute the code. After around 17 seconds, a watchdog
exception will occur which will suspend execution. The Debug tab shows that the CPU is
suspended with a watchdog exception.
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File Edit Source Refactor Mavigate Search Project Devices Run  Window Help
Amilld | G il iw | 2|l z|n@is-0-Q i@ P~ 4 H 5 0G|

Debug - JN-AN 1 (=)

Quick Access =1 | [ C/C++ |35 Debug
3% Debug 32 | i# T T O |[t= variables % . % Breakpoi |G Expressi | i Registers| B Modules = O
4 AMN1180_154_HomeSensorEndD_JN5168_hwdbg.elf [NXP JN51xx Application] B = | l=:’ il =

4 Jf:? AN1180_154_HomeSensorEnd D IBISLEStwrebeeret N
_ X . ame Type Value
a4 g Thread [1] <mai Suspended : Signal : EXC,WATCHDOG:Wat(hd@
= AppColdStart() at ANITEU TSoorrmeTermorErm Bred2 Ol 3T
bl jtag proxy
i gdb

| & Makefile [€] AN1180 154 HomeSensorEndD.c &2 = B || 5= Outline |2 Disassembly &% = O

* Enter location here ~ | &] Sl mf e ¥
/* Disable watchdgg if enabled by default */ . | | -
#ifdef WATCHDOG ENABLED > BOBEO314: b.j ex88314 <AppColdStart+2e> -
vAHI_WatchdogStop(); 271 {
#endif AppharmStart:
L4 : .entri @xl,8x
| BBOE0316 b.entri @x1,ex1
/* General initialisation: reset hardware */ 272 ﬁl«ppCUldStart(); =
vInitSystem(); BRe3e319: b.jal 8x38388 <AppColdStart>
! 273 3
/* Initialise watchdog timer */ Bae3e31c: b.reti 8x1,8x1 | 5
VAHI_WatchdogStart(12); 292 . .
VAHI_WatchdogException(TRUE); vInltSystlem.
/* Cause watchdog timeout */ eea8031f: b.entri @xl,0x1
hhile(l) . . ' 295 (woid)u32AHI_Init();
* Bea3e322: b.jal @x86494 <u32AHI Init>
while (1) 296 (void)u32AppQApiTnit(NULL, NULL, NU
I BEEIB325: b.movi r3,ex@
/* Initislise software elements */ B005e327: b.movi r4,exe
vInitEndpoint(); BaA38329: b.movi r5,8x8
! - Bee3832b: b.jal @x88386 <u32AppQApiInit> -
< T 3 < | m +
El Console &2 ] Tasks E‘L Problems | {2 Executables| [0 Memory | 5 RH | #=B~~~-= 8

AN1180_154_HomeSensorEndD_JN5168_hwdbg.elf [NXP JNS1a Application] AN1180_154_HomeSensorEndD_JN5168_hwdbg.elf

6.10 Device Reset

The JN516x Integrated Peripherals API function vVAHI_SwReset() may be used by an
application to cause a device reset. Actually resetting the device would reset the JTAG
hardware and cause the debugger to loose communication with the device. Therefore the
debugger catches this condition to allow the user to reset the debug session.

As an example, add the following code to the function AppColdStart(), which can be found
in AN1180_154 HomeSensorEndD.c.

/* General initialisation: reset hardware */
vInitSystem();

/* Cause device reset */
VAHI_SwReset();

Rebuild the End Device application using the Build button on the toolbar. The application
should build.

Begin a new debug session by clicking the Debug button on the toolbar. The newly compiled
application will be loaded into the target JN516x device and execution paused at
AppColdsStart(). The application may now be set free-running by clicking the Resume
button on the toolbar. The CPU will execute the code resulting in a reset exception which will
suspend execution. The Debug tab shows that the CPU is suspended with a reset
exception.
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oo s e =)

File Edit Mavigate Search Project Devices Run  Window Help
W mifhs |n|'n'<é5)1=5>\\ |.ﬁ|“§>|.%.|u9 CEE R R NS aE ~ < (=T " G Quick Access

| 2| B o (35 Debug
#@Debug pact | i+ ¥ T O |[®- Variables &3 B¢ Breakpoi | 57 Expressi | i1} Registers =4 Modules = O
4 AM1180_154_HomeSensorEndD_JN5168_hwdbg.elf [NXP JNSLxo Application] +% [ | et ¥
Pl u_f:‘? AN1180_154_Home.SensorEndD_JNSlﬁ.S_hwdbg.elf Mame Type Value
4 ¢ Thread [1] <main> (Suspended: Signal : EXC_RESET:Reset)
= wMicroSyscall(] at 0x87503
= wAHI_SwReset() at 0x86c39
vl Jtag proxy
sl gdb
-
»
@ Makefile [€] AN1180 154 HomeSensorEndD.c [ ] vMicroSyscall() at 0x87503 &3 = B || 5= Outline |2 Disassembly &% = O
No source available for "wMicroSyscall( at 0x87503" Enter lacation here h | & fﬂ | et ¥

— » 0pp87503: | b.addi rl,rl,ex2e -
View Disassembly... 20857506:  b.jr r9

pvHeap_DefAlloc:

Baa375089: b.entri @x2,8x8

BBBE750C b.mov rile,r4

BRRE750e: b.bnei r3,8x8,0x8754a <pvHeap_DefAllo

BeBET511: b.lwz r7,8x4000678(ra)

BRe37517: b.lwz ré,ex408086c(re)

eee8751d: b.add r4,rd4,r7

pees7slf: b.bgeu r6,r4,B8x87527 <pvHeap_ DefAlloc

BReE7523: b.trap exe

BEBET525: b.j @x87571 <pvHeap_DefAlloc+l@d:

BBBE7527: b.begi r5,8x8,8x87533 <pvHeap_ DefAllo

BBR3752a: b.mov r3,r7 L

2888752c:  b.movi r4,8x8 3

BBBE752e:; b.mov r5,rle

BRRE7530: b.jal @x87bed8 <memset>

BeBET533: b.lwz r3,@x4000878(ra) i
] T r

El Console &2 ] Tasks E._ Problems @ Executables U Memory 7] | ] u§| Bz} | | gl = IR Ff~= 0

AN1180_154_HomeSensorEndD_JN5168_hwdbg.elf [NXP JN51xa Application] gdb

Note: automatically using hardware breakpoints for read-only addresses.

The reset exception is raised by executing a syscall instruction in the CPU. This is done with
the JN516x Integrated Peripherals API library, for which source code is not available for the
main window.

Allowing the program to continue after this exception occurs will result in a communication
loss with the device.

If working with an application that issues software resets during normal operation, it may be
useful to automatically restart from a reset exception. This can be done by adding the
following GDB commands to a file and saving it in the root of the current project:

hbreak vMicroSyscall if $R3==0
commands

silent

sreset

set $pc=AppColdStart

continue

end

The command file should be run at the beginning of each debug session by adding a source
command to the ‘Run commands’ section of the debug configuration:

source <filename>
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7 Using Debug Printf

The debug Printf library may be used to print values to the GDB console while minimising
the time for which the CPU is stalled. As an example, add the following code to
AppColdStart(), which can be found in AN1180_154 HomeSensorEndD.c.

/* General initialisation: reset hardware */

vInitSystem();

#if defined HWDEBUG

DBG_vIJtagInit();
#else

DBG_vUartInit(DBG_UART, DBG_BAUD RATE);
ttendif /* HWDEBUG */

DBG_vPrintf(TRUE, "Hello world!\n");

Add the following include directives at the start of the file:

#include "dbg jtag.h"
#include "dbg uart.h"

The following changes must also be made to the End Device Makefile:
e Enable the DBG library in the C preprocessor
e Add the DBG library to the project’s include paths
e Add the DBG library to the list of linked libraries

The lines in the Makefile are as follows:

CFLAGS += -DDBG_ENABLE
INCFLAGS += -I$(COMPONENTS BASE_DIR)/DBG/Include
APPLIBS += DBG

Recompile the End Device application using the Build button on the toolbar. The application
should build.

Begin a new debug session by clicking the Debug button on the toolbar. The newly compiled
application will be loaded into the target JIN516x device and execution paused at
AppColdStart(). The application may now be set free-running by clicking the Resume
button on the toolbar. The following output should be observed in the Console tab:

Bl Console 2 | & Tasks E.f_ Problems @ Executables D Memeory

JM-AMN-1180-802-15-4-Home-5ensor-Demo AM1180_154_HomeSensorEndD [MXP JM51x Application] AM1180_15
Hello world!
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8 Additional Information

8.1 Sleeping End Devices

In this release of BeyondStudio for NXP, the debugging of sleeping End Devices via JTAG is
not supported. When a JN516x device enters sleep mode, the debug unit within the CPU is
powered down. This means that the JTAG hardware loses its connection with the CPU and
the debug session is terminated.

8.2 Compile Time Optimisation

When compiling for debug, the toolchain disables optimisations and link-time optimisation,
because these optimisations interfere with the generation of debug information and lead to a
sub-optimal debugging experience. This has the side effect that the output binary will grow in
size significantly as the compiler cannot make space saving optimisations. Compiler
optimisations can be enabled by changing the DEBUG variable in the application Makefile as
follows:

# Debug options define DEBUG for HW debug
DEBUG ?= HW_SIZEOPT

Note that the optimisations that the compiler now performs may lead to the execution order
of the program being different from the source code — for example, functions may be inlined.

8.3 Link-Time Optimization

Link-time optimisation is not recommended to be used when debugging, because the
aggressive optimisations that it applies makes the debugger difficult to use. If the binary size
means that these optimisations are really necessary then link-time optimisation (LTO) can be
enabled by setting the DISABLE_LTO variable to 0 in the application Makefile:

DISABLE_LTO = ©
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9 DR1222 (JTAG Expansion Board) Schematic
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Revision History

Version | Notes

1.0 First release
11 Updated branding
1.2 Added schematic for DR1222 JTAG Expansion Board
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